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Abstract— Apple’s iOS is amongst the widely used mobile
operating system. Apple follows a mandatory code signing
mechanism and an app review for enhancing the level of
security for iOS devices. This review procedure ensures that
the applications are developed by genuine developers or
enterprises. However, recent attacks and data harvesting
incidents with the benign applications, have demonstrated that
the mandatory code signing procedure is vulnerable to attacks.
With the popularity of Smartphone and distribution of third
party applications, the malware which is specially designed for
the modern mobile platforms is hastily becoming a serious
threat. As the users rely more on the third party applications
(which span in a wide range of categories like social media and
networking, gaming, data management etc.), they put their
personal and confidential information at risk. With the
widespread use of third party applications, there have been
multiple reports of Malware attacks on iPhone. Attackers use
these applications to disguise malwares into the user’s
smartphone. Therefore, for ensuring security of the devices
one should perform reverse engineering of mobile applications
for catching up the vulnerabilities in them before the attackers
do. This paper aims to perform reverse engineering of iOS
applications by disassembling, decompiling the application’s
code using Hopper tool. The paper also demonstrates how an
analyst can patch the code in the application for discovering
vulnerabilities. In this paper we have demonstrated the
process of reverse engineering by disassembling the code with
the help of custom application.

Keywords— Reverse Engineering, Disassembling,
Decompiling, iOS Applications, Run time Analysis, mobile
applications, Run time Modifications

|. INTRODUCTION

With the popularity of Smartphone, the malware which is
specially designed for the modern mobile platforms is
increasing rapidly. Further, the problem is multiplexed by
the growing convergence of cellular networks, wired and
wireless networks, since the developers of the malware or
virus can now develop sophisticated malicious software,
which is capable of migrating across the network domains
[1]. This is done in an effort to exploit the vulnerabilities
and the services which are specific with respect to each
network. With the growth of Smartphone as well as the
networking technologies i.e. the migration from the legacy
networks to the converged networks and then to the
converged communications has complicated the situation
for the providers. They must now deal with millions of
mobile devices, which is outside their reach and
simultaneously there is huge growth in the wireless network
traffic and converged wired traffic [1]. The mobile devices
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are not equipped with adequate security management
capabilities, and they also add up complexity with the
massive variety of the applications which are available from
their corresponding official or the third-party online
application stores [1]. Due to which the network and/or
service providers must cope with the management and
provisioning of the mobile devices as well as the traffic
generated from specific mobile applications, which are
traveling over their wireless and wired interfaces. With the
continuously growing mobile malware threat, smartphones
these days have become the prime target for the attackers as
they contain user’s personal data. Recent researches have
shown that by blending the spyware as a malicious payload
with the worms as a delivery mechanism, the malicious
applications can be exploited for many facets of identity
theft [1].

The developers of the third party application now use
polymorphic coding techniques which are capable of
affecting multiple platforms simultaneously. By the use of
polymorphic coding techniques, developer can try to bypass
Apple Store’s scrutinizing process or vetting process. Apart
from the above, the vulnerable areas include connection
with the wireless network, which is insecure for data
storage.

Past attacks on iOS Devices

Apple has designed the operating system in such a way
that it provides several securities which include: mandatory
code signing process, data encryption, creation of binary
files etc. [2]. But past attacks which arise due to the
presence of third party applications on the iOS devices have
discovered different types of vulnerabilities. On a further
note there were many vulnerabilities reported in the iOS
device architecture which included code signing security
bypass vulnerability, bypassing hardware encryption,
bypassing keychain encryption etc. Apart from that there
have been many data harvesting incidents that included
Mogo Road, Storms 8, iSpy, Aurora feint, libtiff, SMS
fuzzing etc. [3],[5]-The recent attacks include Wirelurker
malware attack, masque attack that replaces third party
applications with fake applications that have the same name.
The infected application masquerades as real application
and steals private data [15]. Malwares are dangerous as they
are capable of performing actions without user’s knowledge,
example, making calls charges on phone bill, sending spam
messages to the user’s contact list. It can also give an
intruder remote control over the device. Malware attacks
can result in identity theft or financial fraud. In the lieu of
the above problems, it is important to examine the
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behaviour of applications so that data stored in the devices
remain intact. Keeping in view the past malware attacks on
iOS devices; the aim of the paper is to perform
disassembling of iOS application’s code for analysing the
flow of application and discovering vulnerabilities of an
application.

The rest of the paper is organized as follows: Section 2
introduces the process of Reverse Engineering followed by
its importance and its process. Section 3 introduces Hopper
tool and its features. Section 4 describes how to create an
ipa file of application under test and its executable file
using Xcode which would be provided as an input for the
Hopper tool. Section 5 describes disassembling
application’s code using Hopper Disassembler. Section 6
presents analysing iOS applications using Hopper, followed
by Section 7 that demonstrates Run time modification of
application’s code by using code patching. Section 8
includes the Conclusion part.

The following section will introduce the importance of
reverse engineering, its process and what are the essentials
required for performing reverse engineering.

Il. REVERSE ENGINEERING

The section describes what is reverse engineering and the
process of Reverse Engineering. Reverse engineering of
applications is useful when the application’s source code is
not available, so the analysts or users can disassemble the
binaries and examine the type of data associated with an
application. Cracking mobile applications helps an analyst
to trace the application’s flow when we are conducting
security assessment [6]. Reverse engineering also aids the
testers in analysing the work flow and weak points of the
application.

A. Process of Reverse Engineering

The process of reverse engineering is a manual as well as
an intensive process which requires knowledge of various
mobile operating systems and architectures. For performing
engineering of applications the testers or the analysts must
have in-depth knowledge of the platform, on which the
application runs. The various mobile operating systems

available are Android, Apple’s iOS, Windows, Symbian etc.

[6]. Apart from the platforms and software development kit
required to create mobile applications, the analysts must be
familiar with the ARM CPU [10], [14] architecture that
most of the mobile devices use.

When performing reverse engineering, the analysts must
overcome several challenges as the developers of the
mobile operating systems impose security limitations
(Permission Based model while installing applications).
The third party applications are signed and run in their own
sandboxes which are tied to the user profiles. Each mobile
platform uses different configuration files and requires
different tools for decompiling and disassembling the code.
For Example Android platform uses Android developer
tools, SDK manager, and Eclipse plug-in for development,
while iOS platform uses Xcode as Integrated Development
Environment and Objective-C as programming language.
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Apart from the IDE’s the executable files are also
different for each platform, for Example: files developed for
Android devices have .apk extension while the applications
developed for iOS devices have .app extension. On a
further note, for gaining root level access for iOS devices,
the users must first jailbreak their device using Cydia
Software and then load the applications which may be
required for testing. Hence the process of reverse
engineering requires an in-depth knowledge of different
mobile platforms, types of executable files generated by
each platform, understanding of programming language
which is required to develop the applications. The process
of reverse engineering of the mobile applications, allows
the analyst to get an insight with respect to the application’s
behaviour and modify them to discover the vulnerable area
in an application, before the real intruders do [6]. For
performing reverse engineering of iOS applications our
paper demonstrates disassembling of code using Hopper
tool. The tool helps in static and dynamic analysis of
executable files or application’s binaries [4]. It is a tool for
Linux and OS X and helps in disassembling, debugging
and decompiling the executable. It has support for 32/64 bit
configuration [7]. The following section introduces Hopper
tool followed by subsequent sections that demonstrate how
to create an input file for hopper tool, i.e. the ipa file [8] and
how to perform run time analysis and modifications using
this tool.

1. INTRODUCTION TO HOPPER

Hopper is a reverse engineering tool and is compatible with

Mac, Linux and Windows Operating System. In this paper,

we have used Hopper V3 on OS X 10.10.4. The important

features of this tool are mentioned below [7]:

1. It is native as it can be deployed on various operating
systems.

2. Extensible as it allows the user to create own file format.

3. Capable of generating Control flow graphs and Pseudo
codes that help an analyst to examine the behaviour of
the application under analysis.

4. Support for Objective C language [11]: The tool is
specialized in retrieving Objective C information. It
can analyse and retrieve sent messages, strings and
variables [11].

5. Support for Python Scripts.

6. Compatible with debugger: It can use GDB (Gnutella
Debugger) [22] and LLDB [13].

A. Graphical User Interface of Hopper

Figure 1 represents the graphical user interface for
hopper [7]. The left portion represented by block 1, consists
of labels and strings. It consists of all symbols which are
defined in the application’s executable file. It also includes
a search bar for searching strings inside the application’s
binary file.

The upper portion (marked as block 2 and block 3 in
figurel) is the tool bar which supports various types
including D: Data (Hopper sets an area to data, type when
the bytes represent a constant, array of integers etc.), A:
ASCIl  (American Standard Code for Information
Interchange and denotes a null terminated string usually a C
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string), C: Codes (can be instructions like JMP, POP,
PUSH, MOV etc.), P: Procedure (If a part of method is
successfully reconstructed by Hopper, then this byte is
associated with a procedure), and U: Undefined (Portion
that is not explored by Hopper). The users can change the
type by selecting options from the toolbar [7]. The portion
highlighted by block 3 includes the options for generating
Pseudo code and Control flow graphs.

The central portion highlighted by block 4 shows the
extracted assembly language code. Once the applications
binary is processed by Hopper, the assembly level
instructions are displayed in this section. The right portion
depicted by block 5 represents the Inspector. It displays
Instruction encoding format, comments, colour tag and
graphical views etc. [7].

Working of Hopper: Hopper transforms the application’s
binaries, set of bytes into human readable format. It
associates a type for each byte of the file and performs
automatic analysis of code as soon as we load the
application’s binary [7]. Hopper provides a user with
several options for performing operations such as producing
assembly text files, produce a new executable (this option
allows the users to patch the code and override the existing
code).

The next section demonstrates how users can create an .ipa
[8] file which is the input file for the Hopper tool.

IV.CREATING AN IPA FILE AND AN APPLICATION’S
EXECUTABLE FILE USING XCODE

This section presents how to create an .ipa file and
application’s executable file by using Xcode Simulator.

An .ipa file is an archive file for iOS applications that stores
iOS apps. An .ipa file is compressed with binary for ARM
architecture [8]. The .ipa file can be installed only on iOS
device [8]. The .app file is the application bundle which
contains executable file, icon image of the application etc.
The ipa file contains .app bundles and files meant for
iTunes. The ipa is provided to Hopper as an input for
disassembling the application’s code and generate assembly
language instructions. Once hopper tool has disassembled
the code, analysts can then analyse the overall flow of the
application, information on the necessary method, get
control graph of the application along with Pseudo code.
The analyst can further apply code patching technique in
which they can modify the assembly language instructions
to change the flow of application.

A. Creating an .ipa file using Xcode Simulator

For creating an .ipa file the user first needs to install
Xcode under the applications folder [9]. Next step is to
open the application folder and select Xcode and right click
and select ‘Show Package Contents’. In this paper, we have
used Xcode version 5.1. For creating an .ipa file, first open
Xcode and create a new project or open up an existing
project. For our tests, a custom demo application
“EmailVerifer” was used. In this the user enters email and
password and clicks on sign-in button. If the entered value
matches with the stored value in the application, the user is
directed to next screen else an alert message is displayed.
Apart from that the users can click on Register button,
forgot user and forgot password buttons. Figure 2 (next
page) depicts the general flow of the application when the
user has entered correct email-id and password. The
application then directs the user to next screen.

~[secondViewController initWithNib....
-[seconaviewController viewDidLoad]
-[secondViewController didReceive...
-[ViewGentreller viewDidLoad]

00002463 nop

~[ViewCentraller didReceiveMemory...

~[ViewController emailButtonClicked]

_main
UlApplicationMain
NSStringFromClass
objc_autoreleasePoolPop

i endp
> create additional procedure at Ox2e2e )
> create additional procedure at 0x2e22
Procedure with 8 basic blocks

Procedure SP offset = 0x0

> create additional procedure at Ox2e2e
objc_autareleaseReturnValue Procedure with 4 basic blocks

obj Procedure SP ofiset = 0x0

Address 0x2686, Segment __TEXT, sub_2686 + 0, Section __text, file offset 0x1686

objec_autoreleasePoolPush

p
dword [cs:eax+eax+8x@]

F PROCEDURE —=—=—=—==—x=

—I[secondViewController didReceiveMemoryWarning]:

% H Disassembler v3 File Edit Find Modi Navigate Debug Scri Window  Hel = 40% @ Mon 20 Apr
lopper iga g P P
[ NoN EmailVerificationApplication.hop @
< 3 D|la|c|P|uU | =l 3 5B B AR =R |
20@e244b mov eax, dword [ds:eax-@x242c+0x468c] ; @selec| ¥ File Information
Strings @8802451 mov dword [ss:espl, esi ; argume
28802454 mov dword [ss:esp+@x4], eax ; argume Path: | /Users/appu/Library/Application Su
Q o @ 26802458 call imp___symbol_stub__objc_msgSendSuper2
eeee245d add esp, Bx24 Loader: | MachQ
» Tag Scope 00002468 pop esi r
. 80002461 Ppop ebp GPU: |intal/x86
e pRN2ab2 ret - Galling Convention: | cdecl B

» Graphic Views
¥ Instruction Encoding @
OF 85 05 00 00 00

¥ Format

Argument -: Default
ubz2ca0 90002470 push ebp i Object o
sub_26a0 80002471 mov ebp, esp
-[ViewGentreller touchesBegan:with.. 00802473 push esi —

— — @0e02474 sub esp, @x24 Type: <
LT (R ) o e0e@2477 call @x247c § =
~[ViswController setUserEmailid:] 8080247C pop eax ; XREF=-| Elakipas ~

00e0247d mov ecx, dword [ss:ebp+_cmd]
-[ViewController userPasswo ' =
Vi rdl ’ 20002480 mov edx, dword [ss:ebp+self] _Manage Types _
R O e=—ont] 80002483 lea esi, dword [ss:ebp+var_18] ¥ Comment
~[ViewController .cxx_destruct] 00202486 mov dword [ss:ebp+var_8], edx
-di 00802489 mov dword [ss:ebp+var_C], ecx
~[AppDel it lication:didFi h... -t
[AppDelegate application:didFinis! #PBP248C mov ecx, dword [ssiebp+var_a]
-[AppDelegate applicationWillResig... 8000248 T mov dword [ss:ebp+var_18], ecx
-[AppDelegate applicationDidEnterB... 20002492 mov ecx, dword [ds:eax-@x247c+Bx46c4] i ex46c4
I . eee02498 mov dword [ss:ebp+var_14], ecx
T A R e e AT T e 2080249b mov eax, dword [ds:eax-8x247c+8x4690] ; @selec| v Colors and Tags
-[AppDelegate applicationDidBeco... eeap24al mowv dword [ss:espl, esi ; argume|
-[AppDelegate applicationWillTermin. .. epee24ad mov dword [ss:esp+@x4], eax i argume| Area: El Set Clear
AR Dalagate window] 00002428 call imp, symbol_stub__objc_msgSendSuper2 T
pPDeleg 0ee24ad add esp, @x24 Procedure: Set Clear
-[AppDelegate setWindow:] 20202400 pop esi ———
-[AppDelegate .exx_destruet] 008024b1 pop ebp Address:
200024b2 ret

Block:

Procedure:

Manage Tags

Figure 1. Graphical User Interface for Hopper tool.
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Welcome to Email Verifier Application Welcome User

Email ID | iphone@gmail.com

Proceed to Next Screen

Password |esssses

3 Back To Home Screen
Sign In

Register | Forgot User |Forgot Password

Figure 2. Flow of the “EmailVerifer” application if the user enters correct
Email-id and password.

If the user enters an email-Id and password combination
that does not match with the password which is stored in
the application’s code, the user gets an alert message.
Figure 3 depicts the flow of application when user has
entered incorrect email-Id.

Figure 3. Flow of the “EmailVerifer” application if the user enters
incorrect Email-id and password.

After installing the custom demo application, or creating a
new application, following steps are necessary for creating
archive file and ipa file.

Steps for creating Archive file and .ipa file

1. For generating the .ipa file we need to run the application
on the iOS device. After running the application, select
Product and click build Archive; this will create the archive
for the application under test [9]. Figure 4 depicts how we

can create the Archive for iOS application using Xcode.
® Xcode File Edit View Find Navigate Editor J|gcicl] Debug Source Control Window Help

[ NOX ] Run %R |Verifier [m] secondviewd
Test #U lucceeded | Today at 7:48 pm
Profile #®l

P B | A Emaveriter ) ? iPod touch
» EmaN  pnalyze g MewControllerm ) No Seloctio

BnQAAeE®B |[WC

EmailVerifier 1 o
¥ B s 105 50121 77 secondVienComRAAAL
// Emailverifiet
VB 7 Build For »
@ AppDelegate.h // Created by At Perform Action » 3
m] AppDelegate.m % Copyright (c] Is reserved.
Main_IPhone.staryboard Build %B

R viewcontrotiern
[m] ViewControlierm
secondViewController.n

#import “secondVl  Clean O8K

g@interface secony S0P ®

[ secondviewCentroller.m @end Scheme 4
& Images xcassets @inplenentation ¢  Destination »
» (1] Supporting Files
= - (id)initwittNit  Create Bot... . bundle: (NSBundle *)nibBu

Figure 4. Creating Archive of the application from Xcode.
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2. For opening the Archive file after creation (Figure 4)
select Window from Xcode and click Organizer then click
Archives, the following figure displays the archive file for
our project. Click on the archive and right click on select
“Show in Finder” [9]. Figure 5 demonstrates the snapshot
for the Archive created.

EmailVerifier

EmailVerifier

Archive Type: 10S App Archive
Creation Date: 20 January 2016 7:48 pm

Validate...

Distribute...
Version: 1.0

Identifier: XYZ.EmailVerifier

Estimated App Store Size: | Estimate Size

Name Creation Date v Comment Status.

20 January 2016 72" ——

[EmailVerifier

Delete Archive...

Archives Organizer Help >

Figure 5. Archive of the application under test using Xcode.

3. As shown in Figure 6, right click the archive file and
select “Show Package Contents”. Select Products ->
Applications-> Archived Project folder -> Archived Project
file for locating the .ipa file.

B=ow =8 0] 0 a
Back View Amange Action Share Edit Tags Search
Favorites
) All My Files
¢ iCloud Drive I3
@) AirDro EmallVerifier
v | R
lications

o Open With >
[ Deskiop Show Package Contents

Dx ts
I Doourie Move to Trash
0 Downloads
™ Get Info

Figure 6. Archive file

4. Figure 7 depicts the .ipa file. This file can be selected for
providing input to Hopper disassembler. The analyst can
simply drag the .ipa file and into Hopper disassembler.

[ Applications
ol - B85~ %~
Arrange Action

o
Share Edit Tags

X

EmailVerifier

Figure 7. .ipa file

The next section will demonstrate how we can disassemble
application’s code after providing the .ipa file as an input to
Hopper disassembler.
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V. DISASSEMBLING APPLICATION’S CODE USING
HoPPER DISASSEMBLER

The section covers how an analyst can perform reverse
engineering by disassembling the code using Hopper tool
[7], analyse the workflow of the application, identify the
vulnerable areas. As the process of reverse engineering
requires users or analysts to have in-depth knowledge of the
platform on which they work, for disassembling the code
for iOS applications we require .ipa file of the application
that needs to be analysed. After generating the .ipa file, the
next step is to provide the .ipa file as an input to the hopper
for disassembling the code (Refer section 1V). The
application which needs to be analysed is EmailVerifer
application, the user’s email Id and password are hard
coded in the application, if the user enters correct Email Id
and password combination, the user is validated to next
page or else an alert message is displayed. Drag the .ipa
file into assembler, select ARM v7 and click on next (Refer
figure 9 and 10). An ARM (Advanced Risc Machines
Processor) consists of family of Instruction Set of CPU’s
which are based on reduced instruction set computing
(RISC) [10] [14]. ARM processors are widely used in
electronic devices such as Tablets, Smartphones,
multimedia players etc. ARM-7 family is most extensively
used 32-bit embedded processor family [14] [16]. Select
ARM v7 option, then click on Next and select MACH-O
format (Figure 9) [17] [18] [19].

After selecting the above options we get the disassembled
code. Figure 10 depicts the code generated by Hopper
disassembler after dragging the .ipa file

Loader: | FAT archive

Options

FAT archive options
Fie:

ARM v7s

AArchB4

Figure 8. Options for disassembling the .ipa file
Loader: | MachO ARMv? +
Options
7| Start automatic analysis after the file is loaded
v| Parse Objective-C sections if present
MachO ARMvT eptiens
" Resolve Lazy Bindings
Cancel 0K

Figure 9. Options for disassembling the .ipa file

Figure 10 depicts the code disassembled by Hopper tool
which comprises of all necessary methods used while
developing the application. It also depicts the necessary
labels and methods used inside the application. Figure
11(Next Page) describes the code of the EmailVerifer
application (in Xcode) that has Email Id hard coded inside
the application. The figure depicts an overview of the
application.

eegadnds dd @xoeaeoape
Strings 000B4B4C dd o
@e084050 dd bxdBeeeRed
Q- (<] ;
¥ Tag Scope : T
0e004054 dd bxbBoeeBe1
mh_execute_header Geeed4nss dd ox00000214
-[secondViewController initW... ggggjgé; gg e \\ A \ 2
-[secondViewController view.. 0eeR4B6C dd nxnébaéa@a T 4
-[secondViewController didR... eeeada7e dd 0x00008000
-[ViewContreller viewDidLoad] ggggjg;g gg g:gggggggg
-[ViewController didReceive... Pegade7c dd BxPA0BD285
-[ViewController validateEmailld:] eeeadese dd Pxeeeeeeas
. @e004084 dd 7
-[ViewController buttonPressed:] 20024888 dd Bx00000088
-[ViewController registerMNew... yo g
-[ViewController generatelse.. 0eepda8c db
. @apa4a94 db
-[ViewController generatelse... 000R480C db
-[ViewGontroller touchesBeg... BeRR4Bad db \x80', '\x@e', ea',
-[ViewGontroller myEmailld] Gaddddac dd Bx00BBaBic
3 : @e0040b0 dd BxdBeeecE4
-[ViewContreller setMyEmailid:] pReR4BD4 dd PxORRREE4C
-[ViewController myPassword)] @eoa40b8 dd ox00002002
" @egadanc dd Gxoeeeoaee
- C Ul MyPs
CHEE L e 080840c0 dd 0x00000000
-[ViewController userEmailld] PeeP4Rcd dd 0xE00PRA00
~[ViewControlier setUserEmailld:] peeadacs dd 0x00000000
-[ViewController userPassword] 2000948cc dd 0x00000000 s
-[ViewController setUserPass... epeadede db . 7' ‘ut;
-[ViewController signin] pededads db il ]
1 eeoadeed db v "Ny
-[ViewController setSignin:] 20004068 db o
-[ViewController registerNew... L) dd i
-[ViewController setRegister.. eeepdard dd @x000808CC
gegadats dd @x@eeesebd
=ViswOontiofier lorottiser] 2000487 C dd 0x00000002
-[MiewController setForgotUser:] i b o T,
-[ViewController forgotPassword] > analysis sacfion _nbjc_daia
-[ViewController setForgotPa. > analysis section __cfstring
NfiswC antenilar daste el > analysis section __ objc_ivar

Figure 10. Options for disassembling the .ipa file
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— {wvoid}didReceiveMemoryWarning
I

[super didReceiveMemoryWarningl;
// Dispose of any resources that can be recreated.

— {(BOOL)} validateEmailld: (NSString =) user {
NS5tring wemailEnter = @' iphone@gmail.com";
NSPredicate wemailTest =
return [emailTest evaluateWithObject:user];

r

—({IBAction)buttonPressed: (id)senderd{

if([self wvalidateEmailld: [_userEmailld textl] =—1)
[self performSegueWithIdentifier:@"UserPage"
elsed

Password"
[alert showl;

T

— (IBAction)registerNewUser:(id)sender {

[self performSegueWithIdentifier:@"RegisterMe” sender:selfl;

— (IBAction)generateUserName: (id)sender {
[self performSegueWithIdentifier:@"ForgotUserId"

— (IBAction)generateUserPassword: (id)sender {

[self performSegueWithIdentifier:@"ForgotUserPassword"
b3
—(void) touchesBegan: (NSSet =)}touches withEvent:{UIEvent =)}event
ks

[self.userEmailld resignFirstResponder];
[self.userPassword resignFirstResponder];

[NSPredicate predicateWithFormat:@'SELF MATCHES %@",

sender:self];|

UTAlertView *alert = [[UTAlertView alloc]l initWithTitle:@"Message” message:@"You have entered Incorrect Email id or
delegate:self cancelButtonTitle:nil otherButtonTitles:@"0oK", :

sender:selfl;

sender:selfl;

emailEnter];

nill:

¥
Figure 11. Code for EmailVerifer Application (Xcode)
—[ViewController buttonPressed:]:
200ea%be push {r4, r5, r6, r7, 1r} ; Objective C Implementation defined at @xcl134 (instance)
Be8eagh2 add r7, sp, #@xc
20802%b4 str r8, [sp, #@xfifffffc]!
208029b8 sub sp, #0x10
BB88a%ba mov rg, ré
B@@8a%bc movw ré, #ox1768
Peeea%ce movt re, #0xe
eeeeadcsd add re, pc ; objc_ivar_offset_ViewController__userEmailld
Beeeagch ldr re, [ral] ; objc_ivar_offset_ViewController__userEmailld
Beeeascs add re, rg ; argument #1 for method imp___ symbolstubl__objc_loadWeakRetained
Beeea%ca blx imp___ symbolstubl__objc_loadweakRetained
Baeea%¢ce mov r5, r@
BeBeasde movw ré, #oxleld
B08ea%dd movt ré, #6x0
PO80a9ds add ré, pc ; @selector(text)
P0d8a%da dr r1, [re] ; @selector(text), argument #2 for method imp___symbolstubl__objc_msg
e0eeagdc mov re, rs ; argument #1 for method imp__ symbolstubl__objc_msgSend
Pee@a%de blx imp__ symbolstubl_ objc_msgSend
Beeeade2 mov r7, r?
Boeeagesd blx imp__ symbolstubl__objc_retainAutoreleasedReturnValue
Beeeasesd mov ré, re
Baeea%ea movw r@, #8x1df8
B08Ra%ee movt ra, #8xe
BeBeasf2 mov r2, r6
Pe8RasT4 add ré, pc ; @selector(validateEmailld:)
LR dr r1, [re] ; @selector(validateEmailId:), argument #2 for method imp___symbolstu
epeeasfs mov rg, ré ; argument #1 for method imp___ symbolstubl__objc_msgSend
Peeea9ta blx imp__ symbolstubl_ objc_msgSend
Beeeasfte mov r4, re@
Boeeaaee mov re, ré ; argument #1 for method imp__ symbolstubl__objc_release
B0eeaanz2 blx imp___ symbolstubl__objc_release
voeeaagb mnov re, r ; argument #1 for method imp___ symbolstubl__objc_release
L LLLEEDT] blx imp__ symbolstubl__objc_release
BeeRaadc uxtb ra, rd
B02Baade cmp r@, #oxl
- [LlLEERL] bne @xaala

Figure 12. Disassembled code by Hopper when user selects ‘buttonpressed’ method

From the figure 11 we can identify the ‘buttonpressed’
method is invoked when the user clicks on sign-in button.
The section described how a user can provide an .ipa file as
an input to Hopper tool and analyse the disassembled code.
The following section will demonstrate the analysis of
EmailVerifer application in detail.

V1. ANALYSIS OF AN 10S APPLICATION USING HOPPER

This section will describe how an analyst can inspect the
general flow of the application using various features of
hopper tool. By using Hopper we can disassemble code,
generate a Control flow graph and pseudo code of the
application. These help the analyst to get insight with
detailed working of the application.
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A. Analysing the Labels and Strings

The graphical user interface of the tool has a section in the
left panel (Refer figure 10) from which we can select the
labels and strings used in the application. If we click on
labels we can get procedures for any method. Figure 10 also
depicts labels for methods such as setUserEmaillD,
emailButtonClicked, setUserPassword etc. If we click on a
label hopper tool will display the procedure of the selected
method [7]. Figure 12 depicts the disassembled code if the
user selects the “buttonpressed” method.

Analysts can also analyse the general flow of the
application with the help of disassembled code. From figure
13 we can comprehend that the ‘buttonpressed’ method
redirects the user either to the ‘User page’ or generates an
error message. The code is highlighted in figure 13 (Next
Page).
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eoedaale mov r3, rg
P0BRaals movt ra, #0xe
BedGaalc movw r2, #@x1e96
B08Raa20 add re, pc
B0BRaa22 movt r2, #@xe
B00Raa26 add r2, pc
P0BRaa28 ldr rl, [re]
[l EERE] mov ré, ré
POBRaa2c add sp, #0x18
P0daae dr rg, [spl, #oxa
P00Raa32 pop.w {ra, r5, r6, r7, lr}

M 00002336 b.w Bxae74

Pl [ EERE] movw rd, #@xldaa
P0BRaale movt ra, #0xe
P000aad2 movw r2, #@xldcs
B0eRaa46 movt r2, #exe
BoBRazda add r@, pc
POBRaadc add r2, pc
P0BRaade dr rl, [rel
[T LERRT] dr ra, [r2]
00002352 blx imp__ symbolstubl__objc_msgSend
I EERTY movw rl, #@x1d94
B@@eaa5a movs r5, #@x@
PB@Raasc movt rl, #@x@
(L LEELT] movw rz, #oxlebe
L EEGT S add rl, pc
P0BRa266 movt rz, #exe
B@0eaaba movw r3, #@xleb2
B0BRazbe add r2, pc
po0RaaTe movt r3, #0xe
P0BRaaT4 ldr rl, Ir1]
[LLLEEN movw r6, #@0xle6s
L EERED add r3, pc
BoBRaa7c movt ré, #@xe
(LR str.w r8, [spl
P00Raads add ré, pc
LI EEET str r5, [sp, #0x4]
L LEEL T str ré, [sp, #8x8]
po@daasa str r5, [sp, #@xcl
BPBdaasc blx imp___symbolstubl__objc_msgSend

; @selector(performSegueWithIdentifier:sender:)

; @"UserPage" r
; @selector(performSegueWithIdentifier:sender:)

; XREF=-[ViewController buttonPressed:]+96

@selector(alloc)

objc_cls_ref_UIAlertView

@selector(alloc), argument #2 for method imp___ symbolstubl__objc_msg
objc_cls_ref_UIAlertView, argument #1 for method imp__ symbolstubl__

; @selector(initWithTitle:message:delegate:cancelButtonTitle:otherButt

; @"Message"
; @selector(initWithTitle:message:delegate:cancelButtonTitle:otherButt

; @'You have entered Incorrect Email id or Password"

B ———
P @

Figure 13. Analysis of general flow of application

By analysing the labels we can get the method names as
well as the procedures corresponding to each method. The
other important feature of this tool is that we can examine
the values in the Strings. Also the values extracted in the
Labels and Strings help user to discover other method
names, their procedures used in the application.

B. Analysing the Pseudo Code

Another important feature of the tool is that we can
generate Pseudo code of the application under analysis.
Pseudo code is a notation which resembles a programming
language in a simplified form. It is a detailed and readable
description of what a program or application must do. We
can generate Pseudo code for any method, select the
method name from the labels and click the Pseudo code
option from the tool bar. Here we have selected the
‘buttonpressed’ method from the labels and generated the
Pseudo code [7]. Figure 14 depicts the Pseudo code for the
‘buttonpressed’ Method.

By examining the Pseudo code we can see the comparison
of register values which contain the email id and password
combination (in form of strings). If the strings entered while
running the application match with the hardcoded Email-1d
(which is ‘iphone@gmail.com’), then the user is redirected
to the next screen or else an Alert message is generated.
The Pseudo code helps an analyst to get insight into the
application’s variables and assembly language instructions.

The code highlighted in the Figure 14 depicts the cases
when the user has entered correct Email-id in which a user
page will be called or if the user has entered incorrect email
an alert message would be prompted. Apart from generation
of labels,
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void =[Viewlontroller buttonPressed:](void = self, void = _cmd, void = arg2) {
r7 = &arg_C;
sp = sp + BxEFEFEEFFEFFFFEfC - Bx10;
rg = self;
rS = objc_loadWeakRetained(+objc_ivar_offset_ViewController__userEmailld + r@l);
@ = [r5 text];
rl=rl
ré = [rd retain];

rd = [r8 validateEmailld:ré];

[r6 releaZel;

ré = [r5 releasel;

asm{ uxtb rB, 4 };

if (ré == @x1) {
rl = @selector(performSegueWithIdentifier:sender:};
o= rl;
Pap();
Papl);
Pop():
Pop();
Pop();
rd = [r@ performSequeWithIdentifier:r2 sender:STK3];

}
else {

r@ = [UIAlertView alloc];

var_@ = rg;

arg_4 = @xd;

arg_B = @ 0K";

arg_C = 2xd;

rd = [r@ initWithTitle:@'Message” message:@ Yoy have entered Incorrect Email id or

Password” delegate:5TK1 cancelButtonTitle:STK@ otherButtonTitles:STR-1];

[rd showl;

e = rd;

Pop();

Pop():

Papl();

Papl);

Pop():

rd = [rd release];

Figure 14. Pseudo Code for Email Verification Application

Strings and Pseudo code, one can generate control flow
graph with respect to the application.

Following sub-section demonstrates the use of Control
Flow Graph for the EmailVerifer application.

C. Analysing the Control Flow Graphs

We can generate Control Flow Graphs by selecting the
Control Flow graph option from the tool bar. A Control
Flow Graph represents the behavior of the application or a
program in a graphical format. It describes all the paths
which may be traversed during the execution of an
application.
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Figure 15. Analysis of control flow graph for Email Bat—t—o*n Clicked method

Hopper provides option to generate the control flow graph
in the form of a PDF file also. Figure 15 depicts the control
flow of the application. The analyst can analyze the flow of
application at a detailed level. For generating the Control
Flow Graph we can select the name of the method from the
Labels section and then from the tool bar, we can select the
option to generate Control Flow Graph.

Figure 15 is one of the parts of the control flow graph
wherein we can observe that incorrect email and password
combination entered by user leads to an area on the left
hand side, whereas the correct Email Id and Password
combination leads to right hand side. The Left hand side
portion has the incorrect Email or Password alert message
and the right hand side portion provides navigation towards
the user page. A blue colour line on the Control flow graph
indicates whenever the condition is true. It would then
execute the block highlighted by blue colour. If the
condition is false then application will execute the block
highlighted by red colour.

Our goal would be to redirect to the right hand side and
bypass the login method. By bypassing login method, user
can thus access the application without actually entering
correct credentials. In this way, we can test the application

and discover the area which can be exploited by the intruder.

Similar scenarios can be exploited in applications which
require login id\password or social networking apps where
the user is validated, or in gaming applications when the
level requires some amount of coins or energy levels before
starting it.

Figure 15 depicts the control flow graph of the application
when ‘buttonpressed’ method is called.
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D. Analysing the ARM Assembly language instructions

The i0S devices are based on the ARM architecture. The
language used for creating i0S application is Objective-C
language. The Obijective-C language is object oriented
language which provides the users with a dynamic runtime
environment [23] [11]. The Objective-C code that is used
for developing iOS application is converted into ARM
assembly language and then to machine code [22]. If an
analyst has a good understanding of the assembly language,
it is possible to decipher the code which is written in
Objective-C during runtime and modify it [22]. From
Figures 10, 12, 13, 14 and 15 we can trace out the assembly
language instructions generated by the Hopper tool. The
instructions are BNE (Not Equal) [20] [24], mov (Move)
[24], ADD, PUSH and other test instructions. The assembly
language comprises of Instructions: which is a statement
executed at runtime, Operands: the entities operated by the
instructions and Addresses: the locations in memory to
store data [21].

In figure 15, we have an instruction ‘bne Oxaa3a’, a block
which corresponds to right hand side where the control of
the application reaches after the user is validated. So our
goal will be to modify the assembly language instruction
such that the flow is always directed towards the right hand
side (Described in Section 7).

The section included how can an analyst perform analysis
of i0S applications by analysing the assembly code, check
for the methods and procedures used in an application,
generate Pseudo code and examine the flow of the
application by using Control flow Graph. Next section will
describe how an analyst can perform Run time modification
by patching the code inside the application and produce a
new executable file.
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VII. PERFORMING RUN TIME MODIFICATION IN lOS

APPLICATION BY CODE PATCHING

This section will describe how an analyst can modify
application’s behaviour by code patching. Code patching
allows modifying an instruction so that application’s
behaviour or flow can be altered.

From above section we observed that a branch instruction is
invoked (Refer Figure 12, 15) when user enters an Email-ld
and Password. In order to alter application’s behaviour such
that it always invokes the user page irrespective of email id
(Refer Figure 2), Click on Modify instruction and select
Assemble instruction [7] [12] (Refer figure 16).

Figure 18 depicts the before and after modification of the
assembly instruction bne to b [24].

Now, to save the code, Click on the file option from the
toolbar and select Produce New Executable, this will
override the existing code and patch the new code. It is
important to save the file [7] [8] after patching the code. An
alternative approach for modifying the behaviour of the
application is to use NOP Region option. Figure 19 depicts
the options a user can select to modify the bne instruction
[24].

Hopper Disassemblerv3 File Edit Find Navigate Debug Scripts Window
® Mark as Unexplored U Emal
b A C P U J Code c
I Procedure P
oea;  Code With CPU Mode... XC
Strings 008( Procedure With CPU Mode... XP
(1
[x] 000 Data D _ob
cope ggg: Array D
see¢ C String A _ob
precute_header 000¢  |Jnicode String {A
dViewController initW... gggl Toggle Thumb Mode T -
dViewController view... 000 Format »
dViewController didR... 00 Manage Types... 08T I
ontreller viewDidLoad] peaq Edit Procedure Signature... Y
ontroller didReceive. .. 0oL
ontroller validateEmailld:] LTl Assemble Instruction... TA
Bontroller buttonPressed:] ggg: NOP Region
ontroller registarNew... oo
oaet
ontroller generateUse... poi Change File Basa Address...
ontroller generateUse... P

Figure 16. Modifying the assembly instructions

Select the bne (Not Equal) instruction (analysed from the
control flow graph, Figure 15) and type b Oxaa3a [7] [24].

<P T8, WUXL
088aale bne 0xaala |
Be0aal2 movw re, 4
Be0aalé mov r3, 1
0082als novt o, 4 | boOxaalda
BeBaalc movw r2, 4
UELEERL) add rg, p CPUmode: ARM B
ladeaa22 movt r2, 4
hodeaa2s add r2, |
008228 ldr rl, |
LELEEYE] mov e,
80aazc add sp, 4
pe@Baa2e ldr r8, [spl, #oxa

Figure 17. Modifying the assembly instructions for ‘buttonpressed’
clicked method

oedaaldc uxth re, r4
P0edaale cmp re, #exl
@ee0aale bne @xaa3a
Beevaalz MOV ré, #exldde
2eevaals mov r3, r8
Beesaals movt re, #exe
@eevaalc movw r2, #@xle96
aeedaaza add r@d, pc
2e28aa22 movt r2, #0xe
2020aa26 add r2, pc
2020aa2s ldr rl, [r@]l
@0eeaa2a mov ra, rd
Boedaazc add sp, #0x10
@o@daaze 1dr rg, [spl, #ex4
Boedaa3iz pop.w {ra, r5, r6, r7, 1r}
PBeRaa36 b.w Bxae74
feceaaec uxtb re, rd
jpoeRaade cmp rg, #exl
peeraale B@xza3a
jpeeraal2 MoV r@, #8xldce
jpeeRaals mov r3, r8

@8Raals movt r@d, #0x0

@@Baalc movw r2, #8xlets

@eRaaz2e add ré, pc

BeRaa22 movt rz2, #exe

B2Raa26 add r2, pc

PeRaazs dr ril, [rel

@eraa2a mov re, ré

@@daa2c add sp, #@xle

@@daaZe ldr rg, [spl, #@x4

||peeraa32 pop.w {ra, r5, r6, r7, 1r}

Figure 18. After Modifying the assembly instructions for
‘buttonpressed’ clicked method
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Hopper Disassemblerv3 File Edit Find Navigate Debug Scripts Window H
® Mark as Unexplored U Emailve
D AGC P U Code C
I Procedure P
ool Code With CPU Mode... XC
Strings goa Procedure With CPU Mode... SeP
0oa
Q 208 Data D
beope e | Aray 2D
. seg C String A _objc_{
lexecute_header 808  Unicode String A
pdViewController initW... gg: Toggle Thumb Mode T Bic
hdViewController view... goa Format [ N 4™
hdViewController didR... 208 Manage Types... 8T _objc_|
Eontroller viewDidLoad] gg: Edit Procedure Signature... Y
[ontroller didReceive... 008 . _
Eontroller validateEmall] Assambl Instruction... XA ]
Bontroller buttonPressed:] gg NOP Region
[Controller registerNew... 000
[Controller generateUse... gg: Chane File Base Address...
[Controller generateUse... 208
Eontroller touchesBeg... gog Comment... g
Fontroller myEmaild] 000 |nline Comment... [1H
00a
[Controller setMyEmailld:] 008 Name... N

Figure 19. NOP region to modify the assembly code.

Select the bne (Not Equal) [24] instruction (Figure 15) and
select NOP region [7] (Refer figure 18). Figure 20 depicts
the before and after modification of bne instruction [24].

Be@Raadc uxtb re, r4
Beeeaade cmp re, #exl
e0eeaale bne @xaalda
BReaal2 movw ré, #exldde
peeraals mov ri3, ré
PR@Raals movt ré, #exe
p@evaalc movw rz, #exle9t
PR@daaze add ré, pc
PR@Raaz2 movt rz, #exe
PR@Raaz6 add r2, pc
PR@Raazs ldr rl, [r@]
poevaaZa mov ré, r8
PR@daazc add sp, #@x1@
pR@daazZe dr r8, [spl, #@x4d
pR@daa3z pop.w {r4, r5, r6, r7, 1r}
0080aa36 b.w @xae74

aadc uxtb reg, rd
2deBaade cmp re, #oxl
PepRaale nop
paeBaal2 movw r@, #@xldde
2eevaals mov r3, rg
Peeeaals movt r@, #8xe
BdeBaalc movw r2, #@xled6
PeeRaa2e add r@, pc
PeeRaa22 movt r2, #@xe
PeeRaa26 add r2, pc
PeeRaaz8 dr rl, [re]
BdeBaaza mov ré, rg
Be@Raa2c add sp, #@x10
P000aaze ldr r8, [spl, #@x4
P000aa3z pop.w {r4, r5, r6, r7, 1r}

Figure 20. After modification

The above steps will patch the binary code and every time
when user runs the EmailVerifier application, the user will
be automatically redirected to the ‘User Page’ even with
incorrect Email Id and Password combination.
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VIII. CONCLUSION

The paper presents how we can perform reverse
engineering of iOS applications by disassembling the code
using Hopper tool. For performing reverse engineering, one
of the methods used was disassembling application’s code.
After analysing the disassembled code, it was observed that
by patching the instructions by using code patching
technique, we were able to modify the applications
behaviour. Similar method, if applied to other applications,
would expose vulnerable areas which the attacker may
exploit in order to bypass the logic of the application code.
The demonstration of demo application is supported with
the help of code snippets and figures. With the help of this
tool we have extracted the assembly language instructions
of the application under analysis. The code patching
technique demonstrated in Section 7 can be used to bypass
certain methods in an application and hence examine
probable vulnerabilities. The suggested work thus helps the
Smartphone users to study the behaviour of installed
applications, enhance security and in turn protect their
privacy.
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